# **Python Exception Handling**

Error in Python can be of two types i.e. [Syntax errors and Exceptions](https://www.geeksforgeeks.org/errors-and-exceptions-in-python/). Errors are problems in a program due to which the program will stop the execution. On the other hand, exceptions are raised when some internal events occur which change the normal flow of the program.

### **DiffError in Python can be of two types i.e.** [**Syntax errors and Exceptions**](https://www.geeksforgeeks.org/errors-and-exceptions-in-python/)**. Errors are problems in a program due to which the program will stop the execution. On the other hand, exceptions are raised when some internal events occur which change the normal flow of the program.**

### **Different types of exceptions in python:**

### **In Python, there are several built-in Python exceptions that can be raised when an error occurs during the execution of a program. Here are some of the most common types of exceptions in Python:**

### **SyntaxError: This exception is raised when the interpreter encounters a syntax error in the code, such as a misspelled keyword, a missing colon, or an unbalanced parenthesis.**

### **TypeError: This exception is raised when an operation or function is applied to an object of the wrong type, such as adding a string to an integer.**

### **NameError: This exception is raised when a variable or function name is not found in the current scope.**

### **IndexError: This exception is raised when an index is out of range for a list, tuple, or other sequence types.**

### **KeyError: This exception is raised when a key is not found in a dictionary.**

### **ValueError: This exception is raised when a function or method is called with an invalid argument or input, such as trying to convert a string to an integer when the string does not represent a valid integer.**

### **AttributeError: This exception is raised when an attribute or method is not found on an object, such as trying to access a non-existent attribute of a class instance.**

### **IOError: This exception is raised when an I/O operation, such as reading or writing a file, fails due to an input/output error.**

### **ZeroDivisionError: This exception is raised when an attempt is made to divide a number by zero.**

### **ImportError: This exception is raised when an import statement fails to find or load a module.**

### **These are just a few examples of the many types of exceptions that can occur in Python. It’s important to handle exceptions properly in your code using try-except blocks or other error-handling techniques, in order to gracefully handle errors and prevent the program from crashing.**

## **Difference between Syntax Error and Exceptions**

### **Syntax Error: As the name suggests this error is caused by the wrong syntax in the code. It leads to the termination of the program.**

### **Example:**

### **There is a syntax error in the code . The ‘if' statement should be followed by a colon (:), and the ‘print' statement should be indented to be inside the ‘if' block.**

### **amount = 10000**

### **if(amount > 2999)**

### **print("You are eligible to purchase Dsa Self Paced")**

### **Output:**

### 

### **Exceptions: Exceptions are raised when the program is syntactically correct, but the code results in an error. This error does not stop the execution of the program, however, it changes the normal flow of the program.**

### **Example:**

### **Here in this code a s we are dividing the ‘marks’ by zero so a error will occur known as ‘ZeroDivisionError’**

### 

### **marks = 10000**

### **a = marks / 0**

### **print(a)**

### 

### 

### **Output:**

### 

### **In the above example raised the ZeroDivisionError as we are trying to divide a number by 0.**

### **Note: Exception is the base class for all the exceptions in Python. You can check the exception hierarchy** [**here**](https://docs.python.org/2/library/exceptions.html#exception-hierarchy)**.**

### **Example:**

### **1) TypeError: This exception is raised when an operation or function is applied to an object of the wrong type. Here’s an example: Here a ‘TypeError’ is raised as both the datatypes are different which are being added.**

### 

### **x = 5**

### **y = "hello"**

### **z = x + y**

### **z**

### **output:**

### **Traceback (most recent call last):**

### **File "7edfa469-9a3c-4e4d-98f3-5544e60bff4e.py", line 4, in <module>**

### **z = x + y**

### **TypeError: unsupported operand type(s) for +: 'int' and 'str'**

#### **try catch block to resolve it:**

### **The code attempts to add an integer (‘x') and a string (‘y') together, which is not a valid operation, and it will raise a ‘TypeError'. The code used a ‘try' and ‘except' block to catch this exception and print an error message.**

### **x = 5**

### **y = "hello"**

### **try:**

### **z = x + y**

### **except TypeError:**

### **print("Error: cannot add an int and a str")**

### 

### **Output**

### **Error: cannot add an int and a str**

### 

## **Try and Except Statement – Catching Exceptions**

### **Try and except statements are used to catch and handle exceptions in Python. Statements that can raise exceptions are kept inside the try clause and the statements that handle the exception are written inside except clause.**

### **Example: Here we are trying to access the array element whose index is out of bound and handle the corresponding exception.**

The try block lets you test a block of code for errors.

The except block lets you handle the error.

The else block lets you execute code when there is no error.

The finally block lets you execute code, regardless of the result of the try- and except blocks.

### **Python3**

| **a = [1, 2, 3]****try:** **print ("Second element = %d" %(a[1]))** **print ("Fourth element = %d" %(a[3]))****except:** **print ("An error occurred")** |
| --- |

### **Output**

### **Second element = 2**

### **An error occurred**

### 

### **In the above example, the statements that can cause the error are placed inside the try statement (second print statement in our case). The second print statement tries to access the fourth element of the list which is not there and this throws an exception. This exception is then caught by the except statement.**

## **Catching Specific Exception**

### **A try statement can have more than one except clause, to specify handlers for different exceptions. Please note that at most one handler will be executed. For example, we can add IndexError in the above code. The general syntax for adding specific exceptions are –**

### **try:**

### **# statement(s)**

### **except IndexError:**

### **# statement(s)**

### **except ValueError:**

### **# statement(s)**

### **Example: Catching specific exceptions in the Python**

### **The code defines a function ‘fun(a)' that calculates b based on the input a. If a is less than 4, it attempts a division by zero, causing a ‘ZeroDivisionError'. The code calls fun(3) and fun(5) inside a try-except block. It handles the ZeroDivisionError for fun(3) and prints “ZeroDivisionError Occurred and Handled.” The ‘NameError' block is not executed since there are no ‘NameError' exceptions in the code.**

### 

### **Output**

### **ZeroDivisionError Occurred and Handled**

### 

### **If you comment on the line fun(3), the output will be**

### **NameError Occurred and Handled**

### **The output above is so because as soon as python tries to access the value of b, NameError occurs.**

## **Try with Else Clause**

### **In Python, you can also use the else clause on the try-except block which must be present after all the except clauses. The code enters the else block only if the try clause does not raise an exception.**

### **Try with else clause**

### **The code defines a function AbyB(a, b) that calculates c as ((a+b) / (a-b)) and handles a potential ZeroDivisionError. It prints the result if there’s no division by zero error. Calling AbyB(2.0, 3.0) calculates and prints -5.0, while calling AbyB(3.0, 3.0) attempts to divide by zero, resulting in a ZeroDivisionError, which is caught and “a/b results in 0” is printed.**

### 

### **Output:**

### **-5.0**

### **a/b result in 0**

## **Finally Keyword in Python**

### **Python provides a keyword** [**finally**](https://www.geeksforgeeks.org/finally-keyword-in-python/)**, which is always executed after the try and except blocks. The final block always executes after the normal termination of the try block or after the try block terminates due to some exception.**

### **Syntax:**

### **try:**

### **# Some Code....**

### 

### **except:**

### **# optional block**

### **# Handling of exception (if required)**

### 

### **else:**

### **# execute if no exception**

### 

### **finally:**

### **# Some code .....(always executed)**

### **Example:**

### **The code attempts to perform integer division by zero, resulting in a ZeroDivisionError. It catches the exception and prints “Can’t divide by zero.” Regardless of the exception, the finally block is executed and prints “This is always executed.”**

### **Output:**

### **Can't divide by zero**

### **This is always executed**

## **Raising Exception**

### **The** [**raise statement**](https://www.geeksforgeeks.org/python-raising-an-exception-to-another-exception/) **allows the programmer to force a specific exception to occur. The sole argument in raise indicates the exception to be raised. This must be either an exception instance or an exception class (a class that derives from Exception).**

### **This code intentionally raises a NameError with the message “Hi there” using the raise statement within a try block. Then, it catches the NameError exception, prints “An exception,” and re-raises the same exception using raise. This demonstrates how exceptions can be raised and handled in Python, allowing for custom error messages and further exception propagation.**

### **Python3**

| **try:** **raise NameError("Hi there")****except NameError:** **print ("An exception")** **raise** |
| --- |

### **The output of the above code will simply line printed as “An exception” but a Runtime error will also occur in the last due to the raise statement in the last line. So, the output on your command line will look like**

### **Traceback (most recent call last):**

### **File "/home/d6ec14ca595b97bff8d8034bbf212a9f.py", line 5, in <module>**

### **raise NameError("Hi there") # Raise Error**

### **NameError: Hi there**

### **Advantages of Exception Handling:**

### **Improved program reliability: By handling exceptions properly, you can prevent your program from crashing or producing incorrect results due to unexpected errors or input.**

### **Simplified error handling: Exception handling allows you to separate error handling code from the main program logic, making it easier to read and maintain your code.**

### **Cleaner code: With exception handling, you can avoid using complex conditional statements to check for errors, leading to cleaner and more readable code.**

### **Easier debugging: When an exception is raised, the Python interpreter prints a traceback that shows the exact location where the exception occurred, making it easier to debug your code.**

### **Disadvantages of Exception Handling:**

### **Performance overhead: Exception handling can be slower than using conditional statements to check for errors, as the interpreter has to perform additional work to catch and handle the exception.**

### **Increased code complexity: Exception handling can make your code more complex, especially if you have to handle multiple types of exceptions or implement complex error handling logic.**

### **Possible security risks: Improperly handled exceptions can potentially reveal sensitive information or create security vulnerabilities in your code, so it’s important to handle exceptions carefully and avoid exposing too much information about your program.**

### **Overall, the benefits of exception handling in Python outweigh the drawbacks, but it’s important to use it judiciously and carefully in order to maintain code quality and program reliability.**

### **Different types of exceptions in python:**

In Python, there are several built-in Python exceptions that can be raised when an error occurs during the execution of a program. Here are some of the most common types of exceptions in Python:

* **SyntaxError:** This exception is raised when the interpreter encounters a syntax error in the code, such as a misspelled keyword, a missing colon, or an unbalanced parenthesis.
* **TypeError**: This exception is raised when an operation or function is applied to an object of the wrong type, such as adding a string to an integer.
* **NameError**: This exception is raised when a variable or function name is not found in the current scope.
* **IndexError**: This exception is raised when an index is out of range for a list, tuple, or other sequence types.
* **KeyError**: This exception is raised when a key is not found in a dictionary.
* **ValueError**: This exception is raised when a function or method is called with an invalid argument or input, such as trying to convert a string to an integer when the string does not represent a valid integer.
* **AttributeError**: This exception is raised when an attribute or method is not found on an object, such as trying to access a non-existent attribute of a class instance.
* **IOError**: This exception is raised when an I/O operation, such as reading or writing a file, fails due to an input/output error.
* **ZeroDivisionError**: This exception is raised when an attempt is made to divide a number by zero.
* **ImportError**: This exception is raised when an import statement fails to find or load a module.

These are just a few examples of the many types of exceptions that can occur in Python. It’s important to handle exceptions properly in your code using try-except blocks or other error-handling techniques, in order to gracefully handle errors and prevent the program from crashing.

## **Difference between Syntax Error and Exceptions**

**Syntax Error:** As the name suggests this error is caused by the wrong syntax in the code. It leads to the termination of the program.

**Example:**

There is a syntax error in the code . The **‘if'** statement should be followed by a colon (:), and the **‘print'** statement should be indented to be inside the **‘if'** block.

* Python3

| amount **=** 10000  **if**(amount > 2999)  print("You are eligible to purchase Dsa Self Paced") |
| --- |

**Output:**
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**Exceptions:** Exceptions are raised when the program is syntactically correct, but the code results in an error. This error does not stop the execution of the program, however, it changes the normal flow of the program.

**Example:**

Here in this code a s we are dividing the **‘marks’** by zero so a error will occur known as **‘ZeroDivisionError’**

* Python3

| marks **=** 10000  a **=** marks **/** 0  print(a) |
| --- |

**Output:**

**![](data:image/png;base64,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)**

In the above example raised the ZeroDivisionError as we are trying to divide a number by 0.

**Note:** Exception is the base class for all the exceptions in Python. You can check the exception hierarchy [here](https://docs.python.org/2/library/exceptions.html#exception-hierarchy).

### **Example:**

1) TypeError: This exception is raised when an operation or function is applied to an object of the wrong type. Here’s an example:  
 Here a **‘TypeError’** is raised as both the datatypes are different which are being added.

* Python3

| x **=** 5  y **=** "hello"  z **=** x **+** y |
| --- |

output:

Traceback (most recent call last):

File "7edfa469-9a3c-4e4d-98f3-5544e60bff4e.py", line 4, in <module>

z = x + y

TypeError: unsupported operand type(s) for +: 'int' and 'str'

#### **try catch block to resolve it:**

The code attempts to add an integer (**‘x'**) and a string (**‘y'**) together, which is not a valid operation, and it will raise a **‘TypeError'**. The code used a **‘try'** and **‘except'** block to catch this exception and print an error message.

* Python3

| x **=** 5  y **=** "hello"  **try**:  z **=** x **+** y  **except** TypeError:  print("Error: cannot add an int and a str") |
| --- |

**Output**

Error: cannot add an int and a str

## **Try and Except Statement – Catching Exceptions**

Try and except statements are used to catch and handle exceptions in Python. Statements that can raise exceptions are kept inside the try clause and the statements that handle the exception are written inside except clause.

**Example:** Here we are trying to access the array element whose index is out of bound and handle the corresponding exception.

* Python3

| a **=** [1, 2, 3]  **try**:  **print** ("Second element = %d" **%**(a[1]))    **print** ("Fourth element = %d" **%**(a[3]))    **except**:  print ("An error occurred") |
| --- |

**Output**

Second element = 2

An error occurred

In the above example, the statements that can cause the error are placed inside the try statement (second print statement in our case). The second print statement tries to access the fourth element of the list which is not there and this throws an exception. This exception is then caught by the except statement.

## **Catching Specific Exception**

A try statement can have more than one except clause, to specify handlers for different exceptions. Please note that at most one handler will be executed. For example, we can add IndexError in the above code. The general syntax for adding specific exceptions are –

try:

# statement(s)

except IndexError:

# statement(s)

except ValueError:

# statement(s)

**Example:** Catching specific exceptions in the Python

The code defines a function **‘fun(a)'** that calculates b based on the input a. If a is less than 4, it attempts a division by zero, causing a **‘ZeroDivisionError'**. The code calls fun(3) and fun(5) inside a try-except block. It handles the ZeroDivisionError for fun(3) and prints **“ZeroDivisionError Occurred and Handled.”** The **‘NameError'** block is not executed since there are no **‘NameError'** exceptions in the code.

* Python3

| **def** fun(a):  **if** a < 4:    b **=** a**/**(a**-**3)  **print**("Value of b = ", b)    **try**:  fun(3)  fun(5)  **except** ZeroDivisionError:  print("ZeroDivisionError Occurred and Handled")  **except** NameError:  print("NameError Occurred and Handled") |
| --- |

**Output**

ZeroDivisionError Occurred and Handled

If you comment on the line fun(3), the output will be

NameError Occurred and Handled

The output above is so because as soon as python tries to access the value of b, NameError occurs.

## **Try with Else Clause**

In Python, you can also use the else clause on the try-except block which must be present after all the except clauses. The code enters the else block only if the try clause does not raise an exception.

**Try with else clause**

The code defines a function **AbyB(a, b)** that calculates c as ((a+b) / (a-b)) and handles a potential ZeroDivisionError. It prints the result if there’s no division by zero error. Calling **AbyB(2.0, 3.0)** calculates and prints -5.0, while calling **AbyB(3.0, 3.0)** attempts to divide by zero, resulting in a **ZeroDivisionError**, which is caught and **“a/b results in 0”** is printed.

* Python3

| **def** AbyB(a , b):  **try**:  c **=** ((a**+**b) **/** (a**-**b))  **except** ZeroDivisionError:  print ("a/b result in 0")  **else**:  print (c)  AbyB(2.0, 3.0)  AbyB(3.0, 3.0) |
| --- |

**Output:**

-5.0

a/b result in 0

## **Finally Keyword in Python**

Python provides a keyword [finally](https://www.geeksforgeeks.org/finally-keyword-in-python/), which is always executed after the try and except blocks. The final block always executes after the normal termination of the try block or after the try block terminates due to some exception.

**Syntax:**

try:

# Some Code....

except:

# optional block

# Handling of exception (if required)

else:

# execute if no exception

finally:

# Some code .....(always executed)

**Example:**

The code attempts to perform integer division by zero, resulting in a **ZeroDivisionError**. It catches the exception and prints **“Can’t divide by zero.”** Regardless of the exception, the finally block is executed and prints **“This is always executed.”**

* Python3

| **try**:  k **=** 5**//**0  print(k)    **except** ZeroDivisionError:  **print**("Can't divide by zero")    **finally**:  print('This is always executed') |
| --- |

**Output:**

Can't divide by zero

This is always executed

## **Raising Exception**

The [raise statement](https://www.geeksforgeeks.org/python-raising-an-exception-to-another-exception/) allows the programmer to force a specific exception to occur. The sole argument in raise indicates the exception to be raised. This must be either an exception instance or an exception class (a class that derives from Exception).

This code intentionally raises a NameError with the message **“Hi there”** using the raise statement within a try block. Then, it catches the NameError exception, prints **“An exception,”** and re-raises the same exception using raise. This demonstrates how exceptions can be raised and handled in Python, allowing for custom error messages and further exception propagation.

* Python3

| **try**:  **raise** NameError("Hi there")  **except** NameError:  print ("An exception")  **raise** |
| --- |

The output of the above code will simply line printed as “An exception” but a Runtime error will also occur in the last due to the raise statement in the last line. So, the output on your command line will look like

Traceback (most recent call last):

File "/home/d6ec14ca595b97bff8d8034bbf212a9f.py", line 5, in <module>

raise NameError("Hi there") # Raise Error

NameError: Hi there

### **Advantages of Exception Handling:**

* **Improved program reliability**: By handling exceptions properly, you can prevent your program from crashing or producing incorrect results due to unexpected errors or input.
* **Simplified error handling**: Exception handling allows you to separate error handling code from the main program logic, making it easier to read and maintain your code.
* **Cleaner code:** With exception handling, you can avoid using complex conditional statements to check for errors, leading to cleaner and more readable code.
* **Easier debugging**: When an exception is raised, the Python interpreter prints a traceback that shows the exact location where the exception occurred, making it easier to debug your code.

### **Disadvantages of Exception Handling:**

* **Performance overhead:** Exception handling can be slower than using conditional statements to check for errors, as the interpreter has to perform additional work to catch and handle the exception.
* **Increased code complexity**: Exception handling can make your code more complex, especially if you have to handle multiple types of exceptions or implement complex error handling logic.
* **Possible security risks:** Improperly handled exceptions can potentially reveal sensitive information or create security vulnerabilities in your code, so it’s important to handle exceptions carefully and avoid exposing too much information about your program.

Overall, the benefits of exception handling in Python outweigh the drawbacks, but it’s important to use it judiciously and carefully in order to maintain code quality and program reliability.

<https://www.w3schools.com/python/python_try_except.asp>